Introduction

For Assignment 4, you will be manipulating an Ext2 file system image. The next three exercises are intended to help you get started on the assignment by helping you understand the structure of the file system. Please start early to fully take advantage of the tutorial time to ask questions.

Each of the three file systems exercises counts as one tutorial exercise mark.

You may work in pairs for this exercise, with your A4 partner, since some code will potentially be common with the assignment. MarkUs will only create the appropriate directory in your repository when you log into MarkUs and either create your group, or declare that you will work alone. The groups will get a new shared repository, and the students working solo may also get a new repository. Please log into MarkUs well before the deadline to take these steps. (If you create the directory manually in your repo yourself, then MarkUs won't know about it and we won't be able to see your work.)

It is your responsibility to log into MarkUs *before* the exercise deadline to ensure that you know where to commit your work, and so that MarkUs can connect your work to the grading system.

Requirements

Please read the Assignment 4 handout. It has links to some resources that you will need to read to fully understand the ext2 structure, especially sections "Learning about the Filesystem" and "Mounting a filesystem".

You are given two files as starter code:

* [ext2.h![review the document](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABAAAAAQCAMAAAAoLQ9TAAACE1BMVEUAAABBe544cZhHf6GeuctBe55DfJ8qaJAAACiBpr4kY4wZXYcRVYMKUoAETXwBSnsASnsASXoeUnXdYQBxIQCqVgSaXSp/OhH///////6WssXF0ef9//uSscSZtshOdLHU3e2VssaLrsNKcbJmgraAiKxcgsV2o96Drt5veqVAYZ1Ha6ORsMSGqcGBorl/hKlwpequ2vL8/f0VVH6Pr8Xj6O1DfJvY4eaYtcZLcbFSeLfk6/NJbatFaasvU5F7obXw9viXtMnC1OGgvtJ/pb7x9/uYtcj///3h5+iy1OmYvOOv5ft4eZTQ3uasxtOPsMJ1m6/V3u5Pb6hfhcqUtsr7//+82fHA5vXH6vmryNVecZ7L2eVkk6tmkKva3eJ3ot6ozufB3PLD5fXc8/zc9fzS5u2rrLvh6fE0bZJgka2rxdZEY596p+CWuOC93/PX9fzj+Pv2+//h4OFMZKHm7fGTscVYh6n09vNmcZqy5/603PHY9vvs+v5QZar/+eDh6/Hd5u9QgqNNc7M5XaAvO2eq1+bY///h5utNW4y+k3DxfADY2taat8dMgKHP3+b2+vmSj59oZn6Xm6n08ePrpjn//drbZQD4+fo/c5fX4O9Da6pLca5Lca9PdbFLcK1Jb605VIzCfTX//MCLr8Tx8/Y6b5Pv5N/WsnP//sXa3ePGzdc2bpSt1vA0bZMbRGnI1t/+/frn78KZAAAAGHRSTlMAANfm/ebmAAD92svLy8vLy8vJ+Bj79UD9QVyCAAAAxklEQVQYV2NiYPCXc1Ms1XWJYeJgZGBgYGJgsK1808zdpOZu8vs/I1hgzey6hbs7bizgZGQFigAFHr3r/PqE9fdvURsbtv/sQAHmnw/uafDk5Dz46svM9RMowMrOxXPvXl3d169zlcFaeH5+5ebmVgIDsICShZVKjQovGIAFeI/z8GzhgQCIFmaILELFX4jscqBJYAFuZm4wKIBr+TtrJkQIpqKxrp63H2qoCMiM+rramp/VVZUVrKxTGYECfZMDoICdPY8JAFfdOscRSm1SAAAAAElFTkSuQmCC)](https://q.utoronto.ca/courses/51193/files/1861688/download?verifier=mtMeIZP8WqbHA0CL6woZN7AQesQgPk2GjQkMo8k4&wrap=1)
* [readimage.c](https://q.utoronto.ca/courses/51193/files/1923984/download?verifier=AwUMYOreR7baiTygHxoTRI6nlPSdfuobtABzZ37c&wrap=1)

There are also a bunch of disk images available to you in /u/csc369h/fall/pub/a4/images on teach.cs.toronto.edu

* emptydisk: An empty virtual disk.
* onefile: A single text file has been added to emptydisk.
* deletedfile: The file from onefile has been removed.
* onedirectory: A single directory containing a text file has been added to emptydisk.
* hardlink: A hard link to the textfile in onedirectory was added.
* deleteddirectory: A recursive remove was used to remove the directory and file from onedirectory.
* twolevel: The root directory contains a directory called level1 and a file called afile. level1 contains a directory called level2, and level2 contains a file called bfile.
* largefile: A file larger than 13KB (13440 bytes) is in the root directory. This file requires the single indirect block in the inode.

Note that readimage uses mmap to map the disk image file into memory. The superblock is in the second block on the disk starting at byte 1024, so we can interpret these bytes as the super block struct.

You should also look at these bytes of the one of the images, for example emptydisk.img by running xxd emptydisk.img > emptydisk.txt and using an editor to view the contents of the file. Try the following:

* Figure out where each block starts.
* See what the inode bit map and block bitmaps look like.
* Find other non-empty blocks to see if you can see what might be in them.

Your task for this exercise is simple. Add to readimage to print out the following fields from the block group descriptor. For emptydisk.img your output should look *exactly* like the following. In other words, we should be able to use diff to compare your output to this and see that it is identical (the indentation below uses 4 spaces).

Inodes: 32

Blocks: 128

Block group:

block bitmap: 3

inode bitmap: 4

inode table: 5

free blocks: 105

free inodes: 21

used\_dirs: 2

Submission

Ensure that you have a repository directory (fs1) created by MarkUs for this exercise, then add and commit readimage.c and ext2.h to this directory.  You may include a Makefile if you want, but you should not commit any disk images.